**Program 1**

#include <stdio.h>

#include <stdlib.h>

#include <math.h>

#include <time.h>

/\*Vivian Lam, CS2211 Assignment4: Program 1\*/

/\* Name: Program1

Purpose: find an approximation of the constant pi\*/

int main(void){

//declare variables

double x, y, ratio, mean, standdev, sum, squaresum;

long N =-1;

float num\_in;

//prompts user to input value for N

while (N <0){

printf("Please enter a positive integer N:");

scanf("%d", &N);

}

/\*this is to ensure that the random numbers generated are actually

random and different each time\*/

srand((unsigned) time(NULL));

//loops 10 times

for(int j=0; j<10;j++){

//resets the counter

num\_in = 0;

//loops for N amount of times

for(long i =0; i<N; i++){

/\*generate random numbers between 0.00 and 1.00 to

x and y\*/

x = ((double)rand())/RAND\_MAX;

y = ((double)rand())/RAND\_MAX;

/\*check if this (x,y) coordinate lies inside

shaded quadrant\*/

if((x\*x + y\*y) <= 1){

/\*if the coordinate lies inside the shaded

quadrant then increment the counter that tracks the total number of

coordinates in the quadrant\*/

num\_in++;

}

}

/\*calculate the ratio of points located inside the circle

to the total number of generated points\*/

//multiply the ratio by 4 to find an approximation of pi

ratio = (num\_in/N)\*4;

//prints the value of ratio

printf("The number %d value is: %f \n", j+1, ratio);

//computes the values to find the meand and stnd deviation

sum += ratio;

squaresum += (ratio\*ratio);

}//end outer loop

mean = sum/10; //computes the mean

/\*computes the standard deviation. if the value is

negative then multiply it by -1 to make it positive\*/

standdev = (squaresum/10) - (mean\*mean);

if(standdev<0){

standdev = sqrt(-1\*standdev);

}

else{

standdev = sqrt(standdev);

}

//prints ht mean and standard deviation

printf("Mean: %f \n", mean);

printf("Standard Deviation: %f \n \n", standdev);

//return the exit status 0

return 0;

}

**Test cases**

**obelix.gaul.csd.uwo.ca[34]% prog1**

**Please enter a positive integer N:-123**

**Please enter a positive integer N:10**

**The number 1 value is: 3.600000**

**The number 2 value is: 3.200000**

**The number 3 value is: 2.400000**

**The number 4 value is: 3.200000**

**The number 5 value is: 3.200000**

**The number 6 value is: 3.600000**

**The number 7 value is: 3.600000**

**The number 8 value is: 3.600000**

**The number 9 value is: 3.200000**

**The number 10 value is: 2.800000**

**Mean: 3.240000**

**Standard Deviation: 0.377359**

**obelix.gaul.csd.uwo.ca[35]% prog1**

**Please enter a positive integer N:100**

**The number 1 value is: 3.160000**

**The number 2 value is: 3.320000**

**The number 3 value is: 3.480000**

**The number 4 value is: 3.240000**

**The number 5 value is: 3.160000**

**The number 6 value is: 3.360000**

**The number 7 value is: 3.280000**

**The number 8 value is: 2.880000**

**The number 9 value is: 3.320000**

**The number 10 value is: 3.360000**

**Mean: 3.256000**

**Standard Deviation: 0.155126**

**obelix.gaul.csd.uwo.ca[36]% prog1**

**Please enter a positive integer N:1000**

**The number 1 value is: 3.204000**

**The number 2 value is: 3.060000**

**The number 3 value is: 3.160000**

**The number 4 value is: 3.132000**

**The number 5 value is: 3.172000**

**The number 6 value is: 3.156000**

**The number 7 value is: 3.128000**

**The number 8 value is: 3.216000**

**The number 9 value is: 3.108000**

**The number 10 value is: 3.128000**

**Mean: 3.146400**

**Standard Deviation: 0.043495**

**obelix.gaul.csd.uwo.ca[37]% prog1**

**Please enter a positive integer N:100000**

**The number 1 value is: 3.140080**

**The number 2 value is: 3.143640**

**The number 3 value is: 3.147200**

**The number 4 value is: 3.143240**

**The number 5 value is: 3.147080**

**The number 6 value is: 3.144400**

**The number 7 value is: 3.142760**

**The number 8 value is: 3.144280**

**The number 9 value is: 3.144680**

**The number 10 value is: 3.140600**

**Mean: 3.143796**

**Standard Deviation: 0.002218**

**Please enter a positive integer N:1000000**

**The number 1 value is: 3.141024**

**The number 2 value is: 3.141256**

**The number 3 value is: 3.141648**

**The number 4 value is: 3.141172**

**The number 5 value is: 3.141356**

**The number 6 value is: 3.142480**

**The number 7 value is: 3.139232**

**The number 8 value is: 3.142448**

**The number 9 value is: 3.141092**

**The number 10 value is: 3.142896**

**Mean: 3.141460**

**Standard Deviation: 0.000977**

**obelix.gaul.csd.uwo.ca[39]% prog1**

**Please enter a positive integer N:10000000**

**The number 1 value is: 3.141277**

**The number 2 value is: 3.142175**

**The number 3 value is: 3.141959**

**The number 4 value is: 3.141224**

**The number 5 value is: 3.140803**

**The number 6 value is: 3.141791**

**The number 7 value is: 3.141734**

**The number 8 value is: 3.141261**

**The number 9 value is: 3.141331**

**The number 10 value is: 3.141474**

**Mean: 3.141503**

**Standard Deviation: 0.000388**
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**Program 2**

#include <stdio.h>

/\*Vivian Lam, CS2211 Assignment4: Program 2\*/

/\* Name: Program2

Purpose: prints a nxn magic square (a square arrangement of the numbers

1-n\*n in which the sum of the lements in any row, column or diagonal is the

same)\*/

int main(void){

//declare variables

int n = -1;

int row=0, column=0, oldcol=0, oldrow=0;

//creates and inializes the array of integers

int msquare[13][13]={0};

/\*prompts user to input value for n. Loops until number entered is valid\*/

while ((n <1) || (n>13) || (n%2 == 0)){

printf("Please enter an odd positive integer between 1 and 13 (size of magic square):");

scanf("%d", &n);

}

/\*to create the magic square start by placing 1 in the middle of row 0\*/

row =0;

column = n/2;

\*((\*(msquare+row))+column)=1;

/\*get the next position of the pointer (right one and up one). to ensure

that it is in bounds, evaluate the value of the counters\*/

for(int i=2; i<= (n\*n);i++){

/\*variables to store the previous position of the

pointers. used to help place the next element under the

previous one if (if th e next position to place in is occupied\*/

oldcol=column;

oldrow=row;

//increment/decrement counters

column++;

row--;

/\*checking if the counters will go out of array bounds\*/

//MOVING RIGHT

if(column>=n){//counter goes outa bounds

column=0;//reset counter (first column)

}

//MOVING UP

if(row<0){//counter goes outa bounds

row=(n-1);//reset counter (bottom row)

}

/\*if the next position is occupied store number directly

below the previously soted number. otherwise store

normally\*/

/\*not occupied and can insert:\*/

if( (\*((\*(msquare+row))+column)) == 0){ //can insert

\*((\*(msquare+row))+column)= i; //store

}

else{//occupied, insert below previous

/\*set counters equal to previous and make pointer

point here. the +1 in row makes the pointer go a row below\*/

row=oldrow+1;

column=oldcol;

/\*checking if counters go outa bounds\*/

//MOVING RIGHT

if(column>=n){//counter goes outa bounds

column=0;//reset counter

}

//MOVING UP

if(row<0){

row=(n-1);//reset counter

}

\*((\*(msquare+row))+column)= i; /\*storing a row below\*/

}

}//end for

//print the magic square

for(int a=0; a<n; a++){//go to next row

for(int b=0; b<n; b++){//print the row (go to next column)

printf("%6d ", \*((\*(msquare+a))+b) );

}

printf("\n\n");

}

//return the exit status 0

return 0;

}

**Test cases**

**obelix.gaul.csd.uwo.ca[12]% prog2**

**Please enter an odd positive integer between 1 and 13 (size of magic square):1**

**1**

**obelix.gaul.csd.uwo.ca[13]% prog2**

**Please enter an odd positive integer between 1 and 13 (size of magic square):3**

**8 1 6**

**3 5 7**

**4 9 2**

**obelix.gaul.csd.uwo.ca[14]% prog2**

**Please enter an odd positive integer between 1 and 13 (size of magic square):4**

**Please enter an odd positive integer between 1 and 13 (size of magic square):-456**

**Please enter an odd positive integer between 1 and 13 (size of magic square):5**

**17 24 1 8 15**

**23 5 7 14 16**

**4 6 13 20 22**

**10 12 19 21 3**

**11 18 25 2 9**

**obelix.gaul.csd.uwo.ca[15]% prog2**

**Please enter an odd positive integer between 1 and 13 (size of magic square):11**

**68 81 94 107 120 1 14 27 40 53 66**

**80 93 106 119 11 13 26 39 52 65 67**

**92 105 118 10 12 25 38 51 64 77 79**

**104 117 9 22 24 37 50 63 76 78 91**

**116 8 21 23 36 49 62 75 88 90 103**

**7 20 33 35 48 61 74 87 89 102 115**

**19 32 34 47 60 73 86 99 101 114 6**

**31 44 46 59 72 85 98 100 113 5 18**

**43 45 58 71 84 97 110 112 4 17 30**

**55 57 70 83 96 109 111 3 16 29 42**

**56 69 82 95 108 121 2 15 28 41 54**

Note that the above looks like the following image, and that the text wrapping of the document borders makes it on a new line.

![](data:image/png;base64,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)

**obelix.gaul.csd.uwo.ca[16]% prog2**

**Please enter an odd positive integer between 1 and 13 (size of magic square):13**

**93 108 123 138 153 168 1 16 31 46 61 76 91**

**107 122 137 152 167 13 15 30 45 60 75 90 92**

**121 136 151 166 12 14 29 44 59 74 89 104 106**

**135 150 165 11 26 28 43 58 73 88 103 105 120**

**149 164 10 25 27 42 57 72 87 102 117 119 134**

**163 9 24 39 41 56 71 86 101 116 118 133 148**

**8 23 38 40 55 70 85 100 115 130 132 147 162**

**22 37 52 54 69 84 99 114 129 131 146 161 7**

**36 51 53 68 83 98 113 128 143 145 160 6 21**

**50 65 67 82 97 112 127 142 144 159 5 20 35**

**64 66 81 96 111 126 141 156 158 4 19 34 49**

**78 80 95 110 125 140 155 157 3 18 33 48 63**

**79 94 109 124 139 154 169 2 17 32 47 62 77**
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NO

YES

NO

YES

YES

NO

YES

NO

YES

NO

i=i+1

Initialize variables:

n = -1; row=0; column=0; oldcol=0; oldrow=0; i=2; a=0; b=0;

While loop

Start

Done

Is column>=n?

Is row<0?

Is the position occupied?

Store current value of i into that position

Store current value of i below the previous place:

Row = oldrow+1

Col=oldcol

Done

Place 1 in the middle of the first row

For loop

Reset: row=n-1

Reset: column=0

Column = column+1

Row = row-1

Oldcol = column

Oldrow=row

Is i<n2?

Prompts user for input

Store input into variable n

Is n<1 and n>13 and n an even number?

YES

YES

NO

NO

YES

YES

NO

NO

a=a+1

Print element at position [a][b]

b=b+1

Done

Done

Is b<n?

For loop

b=0

Is a<n?

For loop

Reset: row=n-1

Is row<0?

Reset: column=0

Is column>=n?

Return 0 (exit status)

Terminate

**Program 3**

#include <stdio.h>

/\*Vivian Lam, CS2211 Assignment4: Program 3\*/

/\* Name: Program3

Purpose: determines the smallest number of $20, $10, $5, $2, and $1

bills/coins necessary to pay a dollar amount.\*/

/\*prototype for the function\*/

void pay\_amount (int dollars, int \*twenties, int \*tens, int \*fives, int

\*toonies, int \*loonie);

int main(void){

//declares and initialize variables

int dollar\_amount =-1;

int a=0 , b=0, c=0, d=0, e=0;

int \*twenties=&a, \*tens=&b, \*fives=&c, \*toonies=&d, \*loonie=&e;

/\*prompts user to enter an integer value (dollar amount). loops

until the value entered is positive\*/

while (dollar\_amount <0){

printf("Please enter a positive integer for the dollar amount:");

scanf("%d", &dollar\_amount);

}

/\*calls pay\_amount method to modify the values for each of the

pointers\*/

pay\_amount(dollar\_amount, twenties, tens, fives, toonies, loonie);

//prints the results

printf("Number of...\n Twenties: %d \n Tens: %d \n Fives: %d \n Toonies:$

//return the exit status 0

return 0;

}//end main

//pay\_amount function, returns the number of bills of each

void pay\_amount(int dollars, int \*twenties, int \*tens, int \*fives, int

\*toonies, int \*loonie){

/\*modify the values of the variables by finding how many of each

are needed (divide and mod)\*/

\*twenties=dollars /20;

\*tens=(dollars%20)/10;

\*fives=(dollars%10)/5;

\*toonies=(dollars%5)/2;

\*loonie=(dollars%5)%2;

}

**Test cases**

**obelix.gaul.csd.uwo.ca[13]% prog3**

**Please enter a positive integer for the dollar amount:-3456**

**Please enter a positive integer for the dollar amount:0.1876**

**Number of...**

**Twenties: 0**

**Tens: 0**

**Fives: 0**

**Toonies: 0**

**Loonies: 0**

**obelix.gaul.csd.uwo.ca[14]% prog3**

**Please enter a positive integer for the dollar amount:123**

**Number of...**

**Twenties: 6**

**Tens: 0**

**Fives: 0**

**Toonies: 1**

**Loonies: 1**

**obelix.gaul.csd.uwo.ca[15]% prog3**

**Please enter a positive integer for the dollar amount:126**

**Number of...**

**Twenties: 6**

**Tens: 0**

**Fives: 1**

**Toonies: 0**

**Loonies: 1**

**obelix.gaul.csd.uwo.ca[16]% prog3**

**Please enter a positive integer for the dollar amount:138**

**Number of...**

**Twenties: 6**

**Tens: 1**

**Fives: 1**

**Toonies: 1**

**Loonies: 1**

**obelix.gaul.csd.uwo.ca[17]% prog3**

**Please enter a positive integer for the dollar amount:-23**

**Please enter a positive integer for the dollar amount:20**

**Number of...**

**Twenties: 1**

**Tens: 0**

**Fives: 0**

**Toonies: 0**

**Loonies: 0**

**obelix.gaul.csd.uwo.ca[18]% prog3**

**Please enter a positive integer for the dollar amount:59**

**Number of...**

**Twenties: 2**

**Tens: 1**

**Fives: 1**

**Toonies: 2**

**Loonies: 0**

**obelix.gaul.csd.uwo.ca[19]% prog3**

**Please enter a positive integer for the dollar amount:6969**

**Number of...**

**Twenties: 348**

**Tens: 0**

**Fives: 1**

**Toonies: 2**

**Loonies: 0**

**obelix.gaul.csd.uwo.ca[20]% prog3**

**Please enter a positive integer for the dollar amount:8001**

**Number of...**

**Twenties: 400**

**Tens: 0**

**Fives: 0**

**Toonies: 0**

**Loonies: 1**

**obelix.gaul.csd.uwo.ca[21]% prog3**

**Please enter a positive integer for the dollar amount:3**

**Number of...**

**Twenties: 0**

**Tens: 0**

**Fives: 0**

**Toonies: 1**

**Loonies: 1**

Start

YES

NO

Store input into dollar\_amount

Prompts user for input

Modify the values for the variables:

twenties=dollars /20;

tens=(dollars **mod** 20)/10;

fives=(dollars **mod** 10)/5;

toonies=(dollars **mod** 5)/2;

loonie=(dollars **mod** 5)**mod**2;

End function

pay\_amount

Print the values for each of the variables (twenties, tens, fives, toonies, loonie)

pay\_amount

Done

Is dollar\_amount<0?

While loop

Initialize variables:

dollar\_amount=-1; twenties=0; tens=0; fives=0; toonies=0; loonie=0;

Main

Return 0 (exit status)

Terminate